**Introduction**

Title: 2048

This is a number puzzle game. It is played on a 4 x 4 grid which begins with two numbers (of value 2 or 4) placed at arbitrary locations on the grid.

The player can select to move up, down, left, or right. Each move shifts all the tiles on the grid in the chosen direction. If the adjacent tiles have the same value, they will combine and the resulting tile will have a value of the sum of two numbers (or double the number). After the move, a tile of value 2 or 4 will be spawned at a random position on the board.

The objective of the game is to combine equally-valued tiles to reach the 2048 tile without getting stuck. If the grid is full and another tile cannot be spawned, then the game is over.

**Summary**

Project size: about 500 lines of code

The number of variables: about 15

Number of methods: 18

This project was quite challenging to recreate. It took approximately 45 hours to complete. This project includes many of the concepts from chapter 9 through 12 in the book and I also used classes instead of structures. The difficult components of this project included using syntax I was unfamiliar with and having to look up on Google for references, algorithm for moving the tiles in the grid, and converting the Javascript code of the original 2048 to C++ because I don’t have any experience with Javascript.

There is much potential for this project that I plan to develop over the next few weeks for the final project.

**Description**

Programming the whole game’s algorithm was the most complicated part of my project.

Refer to flowchart.

**Sample input/output** (screenshots)

Initial console output:
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When user enters ‘h’ for help:
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When user enters ‘s’ for down and a new tiles is spawned:
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When user enters ‘u’ for undo:
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After several moves:
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When user enters ‘r’ for restart:
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When user enters ‘q’, enters name which is written to binary file, and ‘n’ for try again:

![](data:image/png;base64,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)

**Pseudocode**

*Initialize grid*

*Display output screen*

*While game has not ended*

*If ‘w’ is pressed*

*Move tiles up*

*Else if ‘a’ is pressed*

*Else if ‘s’ is pressed*

*Else if ‘d’ is pressed*

*Else if ‘q’ is pressed*

*Else if ‘r’ is pressed*

*Else if ‘h’ is pressed*

*Else if ‘u’ is pressed*

*Spawn new tile at random location that is empty*

*Output grid*

*Score of Round = log2(tileValue-1) \* tileValue*

*Update grid*

*Combine equal adjacent tiles*

*Check for game over*

*If grid is full && cannot spawn new tile || maxTile = 2048*

*Input player info*

*exit*

**Variables**

|  |  |  |  |
| --- | --- | --- | --- |
| Type | Variable Name | Description | Location |
| int | playerScore | Score of player | Player Class |
| char[] | name[10] | Name of player | Player Class |
| bool | Response | Response to quite by user | Grid Class |
| bool | tileDestroyed | Is tile destroyed | Grid Class |
| char | control | Input by user | Grid Class |
| int | maxTile | Maximum tile | Grid Class |
| int | winValue | Value of tile to win | Grid Class |
| int | scoreRound | Score of the current round | Grid Class |
| int | score | Running total of score | Grid Class |
| int [][] | tiles[4][4] | Grid that is 4x4 matrix | Grid Class |
| int [][] | btiles[4][4] | Backup grid | Grid Class |
| char | option | Option input by user | Game Class |
| Player | player | Player object | Game Class |
| Game | Exec | Game object | int main() |

**Concepts**

|  |  |
| --- | --- |
| Chapter | Location at lines: |
| 9: pointers | 61, 104, 105, 116, 182 |
| 10: Characters and Strings | 24, 102, 169, 551 |
| 12: File operations | 494, 588 |
| 13: classes | 21, 29, 56 |
| Array | 40,41, 295 |

**References**

1. The original 2048 (javascript): <https://github.com/gabrielecirulli/2048>
2. Starting out with C++ by Gaddis

**Program**

|  |  |
| --- | --- |
|  | /\* |
|  | \* File: main.cpp |
|  | \* Author: Tiffany Pan |
|  | \* Date: October 15, 2015 |
|  | \* Course: CSC 17A |
|  | \* Midterm Project: 2048 |
|  | \*/ |
|  |  |
|  | //System Libraries |
|  | #include <iostream> |
|  | #include <ctime> |
|  | #include <string> |
|  | #include <cstdlib> |
|  | #include <cmath> |
|  | #include <fstream> |
|  | #include <cctype> |
|  |  |
|  | using namespace std; |
|  |  |
|  | /\* Definition of Player class \*/ |
|  | class Player |
|  | { |
|  | public: |
|  | char name[10]; //name of player |
|  | int playerScore; //score of player |
|  | }; |
|  |  |
|  | /\* Definition of Grid class \*/ |
|  | class Grid |
|  | { |
|  | public: |
|  | bool response; //response to quit by user |
|  | bool tileDestroyed; //is tile destroyed |
|  | char control; //input by user |
|  |  |
|  | int maxTile; //maximum tile |
|  | int winValue; //value of tile to win |
|  | int scoreRound; //score of the current round |
|  | int score; //running total of score |
|  | int tiles[4][4]; //grid that is a 4x4 matrix |
|  | int btiles[4][4]; //backup grid |
|  |  |
|  | void initializeGrid(); |
|  | void updateGrid(); |
|  | void fillSpace(); |
|  | void spawn(); |
|  | void findGreatestTile(); |
|  | void backupGrid(); |
|  | void undo(); |
|  | bool full(); |
|  | bool blockMoved(); |
|  | }; |
|  |  |
|  | /\* Definition of Game class |
|  | \* inherits Grid class \*/ |
|  | class Game: public Grid |
|  | { |
|  | private: |
|  | char option; //option input by user |
|  | Player player; //player object |
|  | Player\* list; //list of players |
|  |  |
|  | public: |
|  | void displayGrid(); |
|  | void displayHelpScreen(); |
|  | void displayWinScreen(); |
|  | void displayLoserScreen(); |
|  | char displayTryAgainScreen(int); |
|  | void savePlayerInfo(); |
|  | }; |
|  |  |
|  | //function prototypes |
|  | void logic(Game\*); |
|  | void checkGameOver(Game\*); |
|  | int randomNum(int); |
|  |  |
|  | //execution begins here |
|  | int main() |
|  | { |
|  | Game exec; //a Game object |
|  |  |
|  | //set up variables |
|  | exec.score = 0; |
|  | exec.maxTile = 0; |
|  | exec.scoreRound = 0; |
|  | exec.winValue = 2048; |
|  | exec.response = true; |
|  | exec.tileDestroyed = false; |
|  | exec.initializeGrid(); |
|  | char choice; |
|  |  |
|  | //loop for game |
|  | while (1) |
|  | { |
|  | exec.displayGrid(); |
|  | //test for computer to play the game itself |
|  | //char keys[] = "wasd"; |
|  | //exec.control = keys[rand() % 4 + 0]; |
|  |  |
|  | //get input |
|  | cin >> choice; |
|  | exec.control = tolower(choice); |
|  |  |
|  | logic(&exec); |
|  | checkGameOver(&exec); |
|  | }; |
|  |  |
|  | return 0; |
|  | } |
|  |  |
|  | /\* Definition for function logic |
|  | \* @param pointer to Game |
|  | \* goes through one loop of the game |
|  | \* depending on user input |
|  | \*/ |
|  | void logic(Game \*execute) |
|  | { |
|  | switch (execute->control) |
|  | { |
|  | case 'w': |
|  | case 'a': |
|  | case 's': |
|  | case 'd': |
|  | //if user inputs any of the four directions (w,a,s,d) |
|  | //make a backupgrid, update grid, check for maxTile, display grid |
|  | execute->backupGrid(); |
|  | execute->fillSpace(); |
|  | execute->updateGrid(); |
|  | execute->fillSpace(); |
|  | execute->findGreatestTile(); |
|  | execute->displayGrid(); |
|  |  |
|  | //check if full |
|  | if (execute->full() && execute->tileDestroyed) |
|  | { |
|  | execute->response = false; |
|  | break; |
|  | } |
|  | else if (execute->blockMoved()) |
|  | { |
|  | execute->spawn(); |
|  | break; |
|  | } |
|  | else |
|  | { |
|  | execute->response = true; |
|  | break; |
|  | } |
|  | //undo |
|  | case 'u': |
|  | if (execute->blockMoved()) |
|  | execute->score -= execute->scoreRound; |
|  | execute->undo(); |
|  | break; |
|  | //restart |
|  | case 'r': |
|  | execute->initializeGrid(); |
|  | execute->score = 0; |
|  | execute->scoreRound = 0; |
|  | break; |
|  | //quit |
|  | case 'q': |
|  | execute->response = false; |
|  | break; |
|  | //help |
|  | case 'h': |
|  | execute->displayHelpScreen(); |
|  | cout << "Press a letter and enter to continue"; |
|  | char cont; |
|  | cin >> cont; |
|  | execute->displayGrid(); |
|  | break; |
|  | } |
|  | } |
|  |  |
|  | /\* definition of function checkGameOver |
|  | \* checks if maxTile has reached a multiple of 2048 |
|  | \* if the user quit |
|  | \* or if the grid is full |
|  | \* @param Game\* |
|  | \*/ |
|  | void checkGameOver(Game \*game) |
|  | { |
|  | if (game->maxTile == game->winValue) |
|  | { |
|  | game->displayWinScreen(); |
|  |  |
|  | if (game->displayTryAgainScreen(0) == 'n') |
|  | game->response = false; |
|  | else |
|  | game->winValue \*= 2; |
|  | } |
|  |  |
|  | else if (game->response == false) |
|  | { |
|  | game->displayLoserScreen(); |
|  |  |
|  | if (game->displayTryAgainScreen(1) == 'y') |
|  | { |
|  | game->initializeGrid(); |
|  | game->response = true; |
|  | } |
|  | } |
|  |  |
|  | if (game->response == false) |
|  | { |
|  | cout << "\n\n\t\t > Thank you for playing. "; |
|  | exit(0); |
|  | } |
|  | } |
|  |  |
|  | /\*definition of Grid class function initializeGrid |
|  | \* resets score and maxTile and each element of grid to 0 |
|  | \* spawns 2 more tiles |
|  | \*/ |
|  | void Grid::initializeGrid() |
|  | { |
|  | int i, j; |
|  |  |
|  | scoreRound = 0; |
|  | score = 0; |
|  | maxTile = 0; |
|  |  |
|  | for (i = 0; i<4; i++) |
|  | for (j = 0; j<4; j++) |
|  | tiles[i][j] = 0; |
|  |  |
|  | spawn(); |
|  | spawn(); |
|  | } |
|  |  |
|  |  |
|  | /\* definition of class Game function displayGrid |
|  | \* displays the formatted output screen of grid |
|  | \*/ |
|  | void Game::displayGrid() |
|  | { |
|  | cout << "\n ::[ THE 2048 PUZZLE ]::\n\n\t"; |
|  |  |
|  | if (scoreRound) |
|  | cout << "+" << scoreRound << "!"; |
|  | else |
|  | cout << " "; |
|  |  |
|  | cout << "\t\t\t\t\t\tSCORE::" << score << " \n\n\n\n"; |
|  |  |
|  | for (int i = 0; i<4; i++) |
|  | { |
|  | cout << "\t\t |"; |
|  |  |
|  | for (int j = 0; j<4; j++) |
|  | { |
|  | if (tiles[i][j]) |
|  | printf("%4d |", tiles[i][j]); |
|  | else |
|  | printf("%4c |", ' '); |
|  | } |
|  |  |
|  | cout << endl << endl; |
|  | } |
|  |  |
|  | cout << "\n\n Controls (+ :: o)\t\t\t\tu - undo\tr - restart\n\n\tW\t\t ^" |
|  | << "\t\t\th - help\tq - quit\n\t\t\t\t\t\t\t\t" |
|  | << " \n A S D\t\t< v >\t\t\t ." |
|  | << " \n\t\t\t\t "; |
|  |  |
|  | } |
|  |  |
|  | /\* Definition of function randomNum |
|  | \* generates random number between 0 and the number passed through param |
|  | \* @param: int |
|  | \* @return: int |
|  | \*/ |
|  | int randomNum(int x) |
|  | { |
|  | srand(time(NULL)); |
|  | int index; |
|  | index = rand() % x + 0; |
|  | return index; |
|  | } |
|  |  |
|  | /\* Definition of Grid class function backupGrid |
|  | \* creates a backup grid based on current grid |
|  | \*/ |
|  | void Grid::backupGrid() |
|  | { |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | btiles[i][j] = tiles[i][j]; |
|  | } |
|  |  |
|  | /\* Definition of Grid class function fillSpace |
|  | \* depending on direction grid tiles move, 0 will fill spaces |
|  | \*/ |
|  | void Grid::fillSpace() |
|  | { |
|  | switch (control){ |
|  | case 'w': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | { |
|  | if (!tiles[j][i]) |
|  | { |
|  | for (int k = j + 1; k<4; k++) |
|  | if (tiles[k][i]) |
|  | { |
|  | tiles[j][i] = tiles[k][i]; |
|  | tiles[k][i] = 0; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | break; |
|  |  |
|  | case 's': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 3; j >= 0; j--) |
|  | { |
|  | if (!tiles[j][i]) |
|  | { |
|  | for (int k = j - 1; k >= 0; k--) |
|  | if (tiles[k][i]) |
|  | { |
|  | tiles[j][i] = tiles[k][i]; |
|  | tiles[k][i] = 0; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | break; |
|  | case 'a': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | { |
|  | if (!tiles[i][j]) |
|  | { |
|  | for (int k = j + 1; k<4; k++) |
|  | if (tiles[i][k]) |
|  | { |
|  | tiles[i][j] = tiles[i][k]; |
|  | tiles[i][k] = 0; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | break; |
|  | case 'd': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 3; j >= 0; j--) |
|  | { |
|  | if (!tiles[i][j]) |
|  | { |
|  | for (int k = j - 1; k >= 0; k--) |
|  | if (tiles[i][k]) |
|  | { |
|  | tiles[i][j] = tiles[i][k]; |
|  | tiles[i][k] = 0; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | break; |
|  | } |
|  | } |
|  |  |
|  | /\* Definition of Grid class function updateGrid |
|  | \* resets the current score of the round to 0 |
|  | \* for each move, grid will combine with adjacent equal tile |
|  | \* and sets tileDestroyed to true if tile was combined |
|  | \* score is recorded |
|  | \*/ |
|  | void Grid::updateGrid() |
|  | { |
|  | scoreRound = 0; |
|  | tileDestroyed = false; |
|  |  |
|  | switch (control) |
|  | { |
|  | case 'w': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<3; j++) |
|  | { |
|  | if (tiles[j][i] && tiles[j][i] == tiles[j + 1][i]) |
|  | { |
|  | tileDestroyed = true; |
|  | tiles[j][i] += tiles[j + 1][i]; |
|  | tiles[j + 1][i] = 0; |
|  | scoreRound += (((log2(tiles[j][i])) - 1)\*tiles[j][i]); |
|  | score += scoreRound; |
|  | } |
|  | } |
|  | break; |
|  |  |
|  | case 's': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 3; j>0; j--) |
|  | { |
|  | if (tiles[j][i] && tiles[j][i] == tiles[j - 1][i]) |
|  | { |
|  | tileDestroyed = true; |
|  | tiles[j][i] += tiles[j - 1][i]; |
|  | tiles[j - 1][i] = 0; |
|  | scoreRound += (((log2(tiles[j][i])) - 1)\*tiles[j][i]); |
|  | score += scoreRound; |
|  | } |
|  | } |
|  | break; |
|  |  |
|  | case 'a': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<3; j++) |
|  | { |
|  | if (tiles[i][j] && tiles[i][j] == tiles[i][j + 1]) |
|  | { |
|  | tileDestroyed = true; |
|  | tiles[i][j] += tiles[i][j + 1]; |
|  | tiles[i][j + 1] = 0; |
|  | scoreRound += ((log2(tiles[i][j])) - 1)\*tiles[i][j]; |
|  | score += scoreRound; |
|  | } |
|  | } |
|  | break; |
|  |  |
|  | case 'd': |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 3; j>0; j--) |
|  | { |
|  | if (tiles[i][j] && tiles[i][j] == tiles[i][j - 1]) |
|  | { |
|  | tileDestroyed = true; |
|  | tiles[i][j] += tiles[i][j - 1]; |
|  | tiles[i][j - 1] = 0; |
|  | scoreRound += ((log2(tiles[i][j])) - 1)\*tiles[i][j]; |
|  | score += scoreRound; |
|  | } |
|  | } |
|  | break; |
|  | } |
|  | } |
|  |  |
|  | /\* Definition of Grid class function spawn |
|  | \* spawns a new tile of value 2 or 4 at an arbitrary location on the grid |
|  | \* that is not currently occupied by a number that is nonzero |
|  | \*/ |
|  | void Grid::spawn() |
|  | { |
|  | int i, j, k; |
|  |  |
|  | do { |
|  | i = randomNum(4); |
|  | j = randomNum(4); |
|  | k = randomNum(10); |
|  | } while (tiles[i][j]); |
|  |  |
|  | if (k<2) |
|  | tiles[i][j] = 4; |
|  |  |
|  | else |
|  | tiles[i][j] = 2; |
|  | } |
|  |  |
|  | /\* Definition of Grid function findGreatestTile |
|  | \* loops through grid to find maxTile |
|  | \*/ |
|  | void Grid::findGreatestTile() |
|  | { |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | if (tiles[i][j]>maxTile) |
|  | maxTile = tiles[i][j]; |
|  | } |
|  |  |
|  | /\* Definition of Grid class function full |
|  | \* loops through grid to check if each element is a nonzero |
|  | \* returns true if so, false if not |
|  | \* @return bool |
|  | \*/ |
|  | bool Grid::full() |
|  | { |
|  | bool k = false; |
|  |  |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | { |
|  | if (!tiles[i][j]) |
|  | k = 0; |
|  | } |
|  | return k; |
|  | } |
|  |  |
|  | /\* Definition of Game class function displayHelpScreen |
|  | \* opens directions.txt and reads the strings from it |
|  | \*/ |
|  | void Game::displayHelpScreen() |
|  | { |
|  | string str; |
|  | ifstream openFile; |
|  | openFile.open("directions.txt"); |
|  |  |
|  | while (openFile >> str) |
|  | { |
|  | cout << str << " "; |
|  | } |
|  |  |
|  | cout << endl << endl; |
|  |  |
|  | openFile.close(); |
|  | } |
|  |  |
|  | /\* definition of Game class function displayWinScreen |
|  | \* displays formatted output to screen |
|  | \*/ |
|  | void Game::displayWinScreen() |
|  | { |
|  | cout << endl << endl; |
|  | cout << "\n\t\t\t :: [ YOU MADE " << winValue << "! ] ::" |
|  | << "\n\n\t\t\t :: [ YOU WON THE GAME ] ::" |
|  | << "\n\n\n\n\t\t\t TILE\t SCORE\t NAME"; |
|  | printf("\n\n\t\t\t %4d\t %6d\t ", maxTile, score); |
|  | cin >> player.name; |
|  | savePlayerInfo(); |
|  |  |
|  | cout << "\n\n\t\t> The maximum possible tile is 65,536 ! So go on :)"; |
|  | } |
|  |  |
|  | /\* definition of Game class function displayLoserScreen |
|  | \* displays formatted output to screen |
|  | \*/ |
|  | void Game::displayLoserScreen() |
|  | { |
|  | cout << "\n\n\n\t\t\t :: [ G A M E O V E R ] ::" |
|  | << "\n\n\n\n\t\t\t TILE\t SCORE\t NAME"; |
|  | printf("\n\n\t\t\t %4d\t %6d\t ", maxTile, score); |
|  | cin >> player.name; |
|  | savePlayerInfo(); |
|  |  |
|  | cout << "\n\n\t\t> The maximum possible score is 3,932,156 ! So close :p"; |
|  | } |
|  |  |
|  | /\* definition of Game class function displayTryAgainScreen |
|  | \* displays formatted output to screen |
|  | \* prompts user if they want to play again |
|  | \*/ |
|  | char Game::displayTryAgainScreen(int lose) |
|  | { |
|  | if (lose) |
|  | cout << "\n\n\n\t > Would you like to try again " << player.name << " (y/n) ? :: "; |
|  | else |
|  | cout << "\n\n\n\t > Would you like to continue playing " << player.name << " (y/n) ? :: "; |
|  |  |
|  | cin >> option; |
|  |  |
|  | return option; |
|  | } |
|  |  |
|  | /\* definition of Grid class function undo |
|  | \* sets current grid to backup grid |
|  | \*/ |
|  | void Grid::undo() |
|  | { |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | tiles[i][j] = btiles[i][j]; |
|  | } |
|  |  |
|  | /\* definition for Grid class function blockMoved |
|  | \* loops through the grid to check if backup grid is same as current grid |
|  | \* returns true if false true if so |
|  | \*@return bool |
|  | \*/ |
|  | bool Grid::blockMoved() |
|  | { |
|  | bool k = 0; |
|  |  |
|  | for (int i = 0; i<4; i++) |
|  | for (int j = 0; j<4; j++) |
|  | if (btiles[i][j] != tiles[i][j]) |
|  | { |
|  | k = 1; |
|  | break; |
|  | } |
|  | return k; |
|  | } |
|  |  |
|  | /\* definition for Game class function savePlayerInfo |
|  | \* writes to binary file the player's information |
|  | \*/ |
|  | void Game::savePlayerInfo() |
|  | { |
|  | fstream file; |
|  | file.open("players.dat", ios::out | ios::binary | ios::app); |
|  | file.write(player.name, strlen(player.name)); |
|  | file.write((reinterpret\_cast<const char \*>(&score)), sizeof(score)); |
|  | file.close(); |
|  | } |